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Question .1.) What is a database. DifferenƟate between physical data 
independence and logical data independence. 

Answer .:-  Demystifying Databases: Independence on Two Levels 

A database is like a well-organized library for your digital information. Instead of 

books on shelves, it stores data in tables with rows and columns, making it easy to 

retrieve specific bits of information. Just like libraries have different sections, 

databases often have multiple levels of access and organization. This is where data 

independence comes in. 

Data independence refers to the ability to make changes at one level of the database 

without affecting other levels. This allows for flexibility and adaptability as your data 

needs evolve. Think of it as building a house: adding a new room shouldn't require 

knocking down the entire structure! 

There are two main types of data independence: 

1. Physical Data Independence: 

Imagine the house's foundation and internal layout. These represent the physical 

level of the database. Physical data independence means you can modify the 

underlying storage methods, data structures, or file organization without impacting 

the higher levels. So, switching from HDDs to SSDs for faster storage wouldn't 

change how users access data. 

Examples: 

 Upgrading storage media (HDD to SSD) 

 Changing file organization techniques (hashing vs. B-trees) 

 Reindexing data for optimized performance 

Benefits: 

 Easier database administration and maintenance 

 Improved performance and scalability 

 Reduced dependence on specific hardware/software 

2. Logical Data Independence: 

Now imagine the rooms, furniture, and decorations – the logical level of the 

database. This level defines how users see and interact with the data, represented 

by schemas. Logical data independence allows you to modify the logical structure of 

the data without affecting application programs or external views. It's like rearranging 

furniture without changing the rooms themselves. 

Examples: 

 Adding or removing attributes from a table 

 Modifying relationships between tables 

 Creating new views of existing data 

Set I 
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Benefits: 

 Easier application development and maintenance 

 More flexible data modeling and schema evolution 

 Reduced impact of data restructuring on users 

Achieving these types of independence requires a layered architecture in the 

database: 

 Internal Schema: Defines the physical storage and details of how data is 

stored. 

 Conceptual Schema: Describes the overall logical structure of the data, 

independent of implementation. 

 External Schema: Represents different user views of the data based on their 

needs. 

The DBMS acts as a mediator between these levels, translating requests from users 

(external schema) to instructions for accessing and manipulating data (internal 

schema) while preserving the logical definition (conceptual schema). 

 

Question .2.) Construct an E-R diagram for a hospital with a set of paƟents and 
a set of medical doctors. Associate with each paƟent a log of the various tests 
and examinaƟons conducted. 

Answer .:-  E-R Diagram for Hospital Management System 

Here's an E-R diagram for a hospital system with patients, doctors, and 

tests/examinations: 

Entities: 

1. Patient: Contains information about patients, including: 

o Patient_ID: Unique identifier (primary key) 

o Name: Full name 

o Date_of_Birth: Birth date 

o Address: Residential address 

o Phone_Number: Contact number 

o Insurance_Information: Insurance details 

o Medical_History: Past medical history 

2. Doctor: Contains information about doctors, including: 

o Doctor_ID: Unique identifier (primary key) 

o Name: Full name 

o Specialization: Medical specialty (e.g., Cardiology, Neurology) 

o Department: Hospital department assigned (e.g., Emergency, Surgery) 

o Qualifications: Educational qualifications and certifications 

o Contact_Information: Contact details 
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3. Test/Examination: Contains details about tests and examinations conducted, 

including: 

o Test_ID: Unique identifier (primary key) 

o Test_Name: Name of the test or examination (e.g., Blood Test, X-ray) 

o Description: Brief description of the test 

o Date_Performed: Date the test was conducted 

o Results: Test results and associated values 

Relationships: 

1. Patient-Doctor: Many-to-many relationship. A patient can be treated by 

multiple doctors, and a doctor can have multiple patients. This is represented 

by an associative entity called Appointment, which includes: 

o Appointment_ID: Unique identifier (primary key) 

o Patient_ID: Foreign key referencing Patient 

o Doctor_ID: Foreign key referencing Doctor 

o Date_of_Appointment: Date of the appointment 

o Diagnosis: Doctor's diagnosis based on the appointment 

2. Patient-Test/Examination: One-to-many relationship. A patient can have 

multiple tests and examinations conducted, but each test belongs to only one 

patient. This is represented by a foreign key Patient_ID in the 

Test/Examination entity. 

Optional Entities and Relationships: 

 Nurse: Contains information about nurses, including specialization and 

department. 

 Medication: Contains information about prescribed medications, dosage, and 

schedule. 

 Treatment: Details about treatment plans and procedures performed. 

 Bill/Payment: Tracks patient billing and payment information. 

These additional entities can be added depending on the specific requirements of 

the hospital management system. 

Notes: 

 Cardinality, such as one-to-many or many-to-many, can be indicated on the 

relationships for further clarity. 

 Primary and foreign keys are crucial for establishing connections between 

entities. 

 Attributes can be further customized based on specific needs (e.g., 

emergency contact information, allergies for patients). 
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This E-R diagram provides a basic framework for modeling a hospital database. By 

further refining and extending it, you can create a robust system for managing 

patient data, appointments, treatments, and billing. 

 

Question .3.) What is the goal of query opƟmizaƟon? Why is it important? 

Answer .:-   The Quest for Speed: Demystifying Query Optimization 

Imagine you're in a vast library, searching for a specific book. The librarian points 

you to the general section, and you spend hours scouring countless shelves. That's 

what an unoptimized database query would feel like – slow, inefficient, and 

frustrating. This is where query optimization comes in, acting as the digital librarian 

who guides you to the exact shelf, saving you precious time and effort. 

So, what is the goal of query optimization? Simply put, it's to find the fastest and 

most efficient way to retrieve data from a database. It's like crafting a well-written 

recipe for extracting information – with the right ingredients (techniques) and 

instructions (execution plan), you get a delicious (timely) result. 

But why is query optimization so important? Let's explore the benefits: 

1. Enhanced User Experience: Nobody enjoys waiting for a website to 

load or an app to respond. Optimized queries deliver data lightning-

fast, leading to a smoother and more satisfying user experience. Faster 

interactions keep users engaged and coming back for more. 

2. Improved Server Performance: Just like an overloaded kitchen, a 

database bombarded with inefficient queries struggles to keep up. 

Optimization reduces the workload on the server, preventing crashes 

and system slowdowns. This translates to higher uptime and increased 

resource availability for other tasks. 

3. Reduced Costs: Inefficient queries devour energy and resources, 

driving up operational costs. Optimized queries minimize hardware 

strain, leading to lower power consumption and extended hardware 

lifespan. Additionally, faster processing means more queries can be 

handled per unit time, maximizing the value of existing infrastructure. 

4. Efficient Data Management: Optimized queries minimize disk access 

and data processing, preventing unnecessary wear and tear on storage 

systems. This not only extends their life but also reduces maintenance 

costs and the risk of data loss. 

5. Scalability for Growth: As databases grow, inefficient queries 

become even more cumbersome. Optimization ensures queries remain 

efficient even with ever-expanding data volumes, allowing systems to 

scale seamlessly and handle increasing user demands. 
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Now, how does query optimization work? It's a multi-step process involving: 

 Analyzing the query: Understanding the desired data and the logical structure 

of the database. 

 Generating execution plans: Identifying different ways to execute the query 

and estimating their performance. 

 Choosing the optimal plan: Selecting the plan that minimizes resource usage 

and data processing, resulting in the fastest execution. 

 Executing the plan: Retrieving the desired data efficiently. 

While the specific techniques vary depending on the database system, common 

optimization strategies include: 

 Indexing: Efficiently locating specific data within tables. 

 Join optimization: Choosing the most efficient way to combine data from 

multiple tables. 

 Materialization: Pre-computing and storing frequently used results for faster 

retrieval. 

 Denormalization: Combining related data into fewer tables to reduce joins. 

Ultimately, query optimization is an ongoing process. As data evolves and user 

needs change, queries need to be continually fine-tuned. By incorporating 

optimization into your database management strategy, you can ensure your 

databases run like well-oiled machines, delivering data rapidly and efficiently, 

keeping users happy and systems humming. 
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Question .4.) Explain any two important properƟes of transacƟons that a DBMS 
must ensure to maintain data in the face of concurrent access and system 
failures. 

Answer .:-   In the bustling world of databases, where multiple users and processes 

access and modify data simultaneously, two key properties are essential for 

maintaining data integrity and consistency: Atomicity and Durability. These act as 

pillars of data protection, guarding against potential chaos caused by concurrent 

access and system failures. 

1. Atomicity: Imagine a bank transfer between two accounts. It's not enough to 

simply deduct from one account – the corresponding credit to the other needs to 

happen too, and both parts must succeed or fail completely. This all-or-nothing 

approach is at the heart of atomicity. It ensures that a transaction, a group of related 

database operations, is treated as a single, indivisible unit. Either all the operations 

within the transaction complete successfully, or none of them do, leaving the 

database in a consistent state before the transaction began. 

 Benefits of Atomicity: 

o Prevents partial updates: Ensures both sides of the bank transfer are 

completed or neither, avoiding financial chaos. 

o Maintains data integrity: Protects against incomplete or erroneous 

transactions that could corrupt data. 

o Simplifies error handling: Rollback of the entire transaction simplifies 

error handling, making recovery easier. 

 How DBMS Guarantees Atomicity: 

o Locking mechanisms: Locks prevent other transactions from accessing 

data involved in the current transaction, ensuring exclusive access and 

preventing interference. 

o Rollback and redo logs: These logs track changes made within a 

transaction. In case of failure, they allow the DBMS to undo incomplete 

transactions (rollback) or redo successfully committed transactions on 

other data copies (redo). 

2. Durability: Now, imagine the bank transfer happens, but a power outage hits 

before the update is permanently saved to storage. Without durability, the transfer 

vanishes into thin air! This is where durability kicks in. It guarantees that once a 

transaction commits successfully, its changes are permanently persisted in the 

database, even in the face of system failures like power outages or hardware 

crashes. 

 Benefits of Durability: 

Set II 
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o Protects against data loss: Guarantees critical updates like the bank 

transfer persist permanently, even after crashes. 

o Ensures data consistency: Provides a reliable foundation for future 

transactions, as they operate on accurate and complete data. 

o Increases confidence in the database: Users and applications can rely 

on the database to accurately reflect completed transactions. 

 How DBMS Guarantees Durability: 

o Transaction logs: Changes made within a transaction are written to a 

transaction log before being applied to the database itself. This log 

becomes the backup plan in case of failure. 

o Write-ahead logging (WAL): This ensures changes are written to the 

transaction log first, before updating the actual database, guaranteeing 

complete updates even after crashes. 

o Redundancy and backups: Data is often stored on multiple systems or 

backed up regularly, providing copies in case of primary storage failure. 

Atomicity and durability work together to keep data safe and sound in the face of 

concurrent access and system failures. Atomicity ensures transactions are 

indivisible, while durability guarantees their permanence. By implementing these 

critical properties, DBMSs pave the way for reliable and consistent data 

management, even in the busiest and most challenging environments. 

 
Question .5.) What is relational completeness? If a query language is 
relationally complete, can you write any desired query in that language? 

Answer .:-    In the realm of databases, relational completeness is a hallmark of a 

query language's expressive power. It signifies the ability to formulate any possible 

query on a relational database using only the language's built-in constructs, without 

resorting to external programming or procedural logic. 

Here's a breakdown of its key concepts: 

 Relational Model: This model views data as organized into tables (relations), 

where each row represents a distinct entity and each column represents an 

attribute of that entity. 

 Query Language: A language used to interact with a database, specifically to 

retrieve, manipulate, and analyze data. 

 Relational Completeness: A query language is considered relationally 

complete if it can express any query that can be logically formulated within the 

relational model. 

To achieve relational completeness, a language must support these essential 

operations: 
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1. Selection: Picking specific rows (tuples) from a table based on certain 

conditions. 

2. Projection: Extracting specific columns (attributes) from a table. 

3. Union: Combining two tables with compatible structures, merging their rows. 

4. Difference: Finding rows present in one table but not in another. 

5. Cartesian Product: Creating a new table by combining every row from one 

table with every row from another. 

6. Renaming: Assigning new names to tables or attributes. 

The Power of Relational Completeness: 

 Expressiveness: A relationally complete language grants users the flexibility 

to ask any conceivable question about the data. 

 Versatility: It can handle a wide range of queries, from simple data retrieval to 

complex analysis and transformations. 

 Portability: Queries written in a relationally complete language are often 

portable across different database systems that support the same language. 

However, relational completeness doesn't guarantee the ability to express every 

conceivable query in practice. Here's why: 

 Computational Constraints: Some queries, while theoretically expressible, 

might be impractical to execute due to resource limitations or excessive 

processing time. 

 Specific Language Limitations: Even relationally complete languages might 

have restrictions or syntax limitations that hinder certain query formulations. 

 External Data Sources: Queries involving data from external sources, such as 

web services or file systems, might require additional language features or 

integration mechanisms. 

Therefore, while relational completeness is a valuable measure of a query 

language's capabilities, it's crucial to consider these practical constraints when 

evaluating its expressiveness. 

 
Question .6.) Explain sort-merge strategy in external sorƟng with the help of 
example. 

Answer .:-    Imagine a massive library with millions of books, far too many to fit on 

a single shelf. How would you organize them efficiently? The sort-merge strategy in 

external sorting is like a clever librarian's approach to handling large datasets that 

exceed available memory. 

Here's how it works, step by step: 

1. Division into Runs: 
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o The massive dataset (library) is divided into smaller, manageable 

chunks called "runs." Think of them as individual bookshelves. 

o Each run is small enough to fit into available memory (you can carry 

the books on one shelf). 

2. Internal Sorting: 

o Each run is sorted independently using a standard sorting algorithm 

(like arranging books alphabetically within a shelf). 

o This initial sorting can be done efficiently within memory. 

3. Merging Runs: 

o The magic of sort-merge begins here! Sorted runs are merged 

iteratively to create larger, sorted runs. 

o Imagine combining two sorted shelves into a larger, still-sorted shelf. 

o The merging process involves:  

 Reading the first element from each run (peeking at the first 

book on each shelf). 

 Selecting the smallest element and writing it to the output file 

(placing the book in its correct position on the new shelf). 

 Reading the next element from the run that had the smallest 

element (moving to the next book on that shelf). 

 Repeating until all elements from both runs are merged. 

4. Iterative Merging: 

o The merging process continues iteratively:  

 Two sorted runs are merged to create a larger sorted run. 

 Then, this larger run is merged with another sorted run, and so 

on. 

 This creates progressively larger and larger sorted runs until the 

entire dataset is sorted. 

Example: 

 Consider sorting a file with 900MB of data using only 100MB of RAM:  

o The file is divided into 9 runs of 100MB each. 

o Each run is sorted internally. 

o The 9 sorted runs are merged in pairs, creating 4 sorted runs of 200MB 

each. 

o These 4 runs are merged in pairs, creating 2 sorted runs of 400MB 

each. 

o Finally, these 2 runs are merged to create a single sorted file of 

900MB. 

Key Advantages: 
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 Handles Large Datasets: Efficiently sorts data that doesn't fit entirely in 

memory. 

 Adaptable to Constraints: Works with limited memory and storage resources. 

 Scalable: Handles datasets of any size, limited only by available storage. 

Additional Considerations: 

 External Storage: Requires efficient reading and writing from external storage 

devices. 

 Optimization Techniques: Can be further optimized using techniques like 

replacement selection and multiway merging. 

 


